SocketWrench Demo Applications

Introduction:

The purpose of these demo programs is show one way of implementing the SocketWrench Custom Control, which is available free of charge from Catalyst Development Corporation.  Their web URL is: www.catalyst.com

The demos show one method that two applications can use to communicate with one another.  These applications can be on the same machine or on two different machines that are connected via a TCP/IP network including the Internet.

Before you try the demo, make sure that you do indeed have a TCP/IP protocol stack on each machine that you intend to run the demo on.  An easy way to test this is to use the PING command from the MS-DOS prompt to ping other machines on the network.  The syntax of the command is PING ip-address.  For example, type PING 127.0.0.1 if you want to ping your machine, or put in another machine’s address to check communication with it.

The demo was created with Clarion 5 Enterprise edition and the SocketWrench custom control version 2.2.  No other custom templates or 3rd party tools were used.  Clarion 4 also works well SocketWrench.

You must compile the application for 32-bit operation.

Design Considerations:

The demo is divided into two separate applications.  I thought this would be a better way to show SW in action.  The first application is the “Listener” called SWListen.app.  This application opens a socket for listening.  It accepts socket connections from other apps and responds to their commands.  The second application is the “Controller” called SWCtrl.app.  This application tries to connect to the “Listener” and tell it to do something.

In this example, the “Controller” can tell the “Listener” to beep a sound through it’s sound card, pop a message up on it’s screen, echo some text back to the “Controller”, or launch another application on the “Listener’s” PC.  Finally, the “Controller” can also tell the “Listener” to shut itself down.  Obviously, in real life, you could make either of the two applications perform whatever function you wanted.

Installation:

1. Unzip the entire archive into a single directory or your choice. 

2. Move or copy the SWRENCH.INC file into the LIBSRC directory under your CLARION5 directory.  This step is optional, but recommended for any future apps you may develop.

3. Move or copy the file CSWSK32.OCX into your Windows System directory, usually C:\WINDOWS\SYSTEM for Windows 95/98 or C:\WINNT\SYSTEM32 for Windows NT.

4. Register the OCX by typing: REGSVR32 CSWSK32.OCX from the MS-DOS Command prompt.  Be sure to type the command from within the appropriate system directory or the OCX will fail to register.  Remember that the OCX needs to be registered on any PC that will run either of these apps. 

Running Both Demo Apps on the Same PC:

1. Launch C5, open SWListen.app, compile and run.  Leave the application running.   You should see a screen similar to the following:
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Note the IP address displayed, in this case 192.168.11.21

2. Close SWListen.app.  Open SWCtrl.app, compile and run.  You should see a screen similar to the following:
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3. Enter the IP address of the “Listener” that you noted above.  If you’re running the “Listener” and the “Controller” on the same PC, both apps should display the same IP address.

4. Push the Connect button to attempt a connection with the “Listener”.  If successful, the Connect button will change to Disconnect and you’ll be able to choose a command from the drop down box.

5. If the “Listener” PC has a sound card, select Beep, from the drop down combo box and push the Execute button.  You should hear a sound and the two displays should look similar to the following:
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6. Now try some of the other options and see how they work.  For the Echo, Message, and LaunchApp commands, you need to fill in the Text entry field with the appropriate message or application pathname.

NOTE:  If you choose a message, the message box will pop up over the “Listener” application.  Be sure to clear it before you choose another command.

 Technical Notes & Tips:

The SocketWrench documentation is actually pretty good.  The first part includes an overall picture of Sockets programming and a quick demo of making a simple Echo application.  Of course it’s all in VB code and the Event Callback stuff is handled quite differently in Clarion.  To be specific, although you can certainly query properties and kick off methods from inside the procedure you’ve designed, you don’t have event notification there.  Instead, it’s in a callback function that’s adjacent to your procedure.  We need a way to get that event information back into your procedure where you can use it.

I’ve chosen to do this via user defined events.  As you may know, you can define your own events as well as use the Clarion events in any program you write.  The Clarion documentation recommends that your events should be numbered in the range 400 to FFF hex.  I defined Clarion SocketWrench events that corresponded to each event the SW control can generate.  I also translated a number of equates from VB as well.  All of this is done in the file called SWRENCH.INC and helps to keep the SocketWrench documentation consistent with Clarion use.

The idea is that whenever a SocketWrench event callback occurs, a corresponding Clarion event is fired to handle it.  Once you get past the callback business, it’s Clarion coding as usual.

The primary embed points are in the OLE Event handler, and ThisWindow.TakeEvent where they are actually processed.  The example code is well documented so I won’t cover any of that here.

You can communicate with the SocketWrench control two ways, and in Clarion you can use a combination of both in the same program.  The most complete (and easiest in my opinion) at this time is by setting/reading various properties of the control and then processing any events that the control generates.  You can also use the control’s methods as well.  The primary difference is that if an error occurs when using properties, an error event will be generated.  If you use the methods, an error is returned by the method and no error event is generated.  Although I don’t follow this rule entirely, I do like having most of the errors generate an event, rather than check each method called individually.

Name Resolution:

Automatic name resolution can get you into trouble using the SW control.  Most, smaller LANs don’t have a DNS server available to them and even if they did, many times each individual host is not known to them.  SW contains a property called ‘AutoResolve’ that determines whether or not it tries to resolve host names or not.  If you give it a host name, it’ll try to come up with an IP address for it and if you give it an IP address, it’ll try to come up with a host name for it.  This can take several seconds and cause your application to “hang” for a bit until it times out.  If you know the IP addresses of the equipment you’re working with or name resolution isn’t part of your network, set this property to FALSE.

Reading SocketWrench Properties:

Reading SW properties is very straightforward with one caveat.  True/False properties work a little differently than in Clarion.  In Clarion TRUE = 1, while FALSE = 0, but in VB, TRUE = -1 and FALSE= 0.  When testing True/False properties, you can’t use the TRUE equate, you must test for -1.  

Reading Data from the Socket:

An important thing to keep in mind when sending data through the socket is that there really isn’t any guarantee that it will get there.  It is up to you to use some sort acknowledgement scheme to ensure that the remote host actually received the data.  Also, the data could get there in parts, generating multiple read events.  The Read event is generated whenever there is data available to be read from the socket, it doesn’t necessarily mean that all the data you sent has been received however.  On local area networks this rarely presents a problem since everything happens so fast, but on the Internet latency and overhead are just a part of life.  You can approach this problem a couple of different ways.  You can always make sure every packet is the same size, then use the ‘RecvLen’ property to verify that it’s complete and send some sort ACK/NACK back to the sending host.  However, this is not appropriate for multi-step operations or when the data packets can not be the same size all of the time.

If you’re sending text like we are in this example, you can also tell SW that no read is complete until it receives a CR/LF.  To take advantage of this, you must set the ‘Binary’ property to FALSE and you must append a CR/LF to each piece of data that is sent.  Look at the example code for additional details.

Parting Comments:

It’s always great when a plan comes together and you can see the end of the tunnel.  But sometimes you can really get bogged down in the implementation stage.  It takes time to learn the ins and outs of a particular control and I think we can all agree that implementing these controls in Clarion hasn’t always been very easy.  It’s not so much that Clarion doesn’t support these controls adequately at this time, it’s getting them working properly from inside Clarion that can be difficult.  I think this is because every example you see involves VB and to a lesser extent Delphi.

There is one tool mentioned in the reference manual that can really help in determining how the event callback thing is working for a given control.  There is some sample code in the Callback Functions topic that shows each event being saved into a global queue.  When I got started with SocketWrench, I got a basic echo server going and then monitored every event and every piece of data that event delivered by having it put into a global queue.  I then had a browse procedure open with that queue displayed.  Whenever any event involving the control occurred, it showed up in the queue and on my screen.  You can use this information to enhance your understanding of the control and how it’s performing in the Clarion environment.

Although I can’t guarantee a timely reply, I sure would welcome any comments or suggestions regarding this demo.  E-mail them to:  swdemo@brianmcginnis.com.  

This demo is made available in the spirit of the free exchange of ideas and resources within the Clarion community.  There are no restrictions on its distribution or use.

Brian McGinnis

bd@brianmcginnis.com
Certified Clarion Programmer
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